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**CODE:**

import math

def entropy(x, y):

if x == 0 or y == 0:

return 0

elif x == y:

return 1

a = x / (x + y)

b = y / (x + y)

ent = (-1) \* a \* math.log(a, 2) - b \* math.log(b, 2)

return ent

Income = ["Very High", "High", "Low", "High", "Very High", "Medium", "High", "Medium", "Low", "Low", "High", "Medium"]

Age = ["Young", "Medium", "Young", "Medium", "Medium", "Young", "Old", "Medium", "Medium", "Old", "Young", "Old"]

OH = ["Yes", "Yes", "Rented", "Yes", "Yes", "Yes", "Yes", "Rented", "Rented", "Rented", "Yes", "Rented"]

p = OH.count("Yes")

n = OH.count("Rented")

I = entropy(p, n)

print("Entropy:", I)

# Consider Income

print("\nIncome")

i = [0] \* 4

pi = [0] \* 4

ni = [0] \* 4

entinc = [0] \* 4

i[0] = Income.count("Very High")

i[1] = Income.count("High")

i[2] = Income.count("Medium")

i[3] = Income.count("Low")

unqInc = ["Very High", "High", "Medium", "Low"]

for j in range(0, len(i)):

pos = 0

pos = Income[pos:].index(unqInc[j])

if OH[pos] == "Yes":

pi[j] = pi[j] + 1

else:

ni[j] = ni[j] + 1

temp = 0

for k in range(0, i[j] - 1):

temp = Income[pos + 1:].index(unqInc[j])

pos = pos + temp + 1

if OH[pos] == "Yes":

pi[j] = pi[j] + 1

else:

ni[j] = ni[j] + 1

entinc[j] = entropy(pi[j], ni[j])

inc = 0

for i in range(0, len(unqInc)):

inc = inc + ((pi[i] + ni[i]) / 12) \* entinc[i]

print("Entropy Of Income: ", inc)

gainInc = I - inc

print("Gain Of Income: ", gainInc)

# Consider Age

print("\nAge")

i = [0] \* 3

pa = [0] \* 3

na = [0] \* 3

entage = [0] \* 3

i[0] = Age.count("Young")

i[1] = Age.count("Medium")

i[2] = Age.count("Old")

unqAge = ["Young", "Medium", "Old"]

for j in range(0, len(i)):

pos = 0

pos = Age[pos:].index(unqAge[j])

if OH[pos] == "Yes":

pa[j] = pa[j] + 1

else:

na[j] = na[j] + 1

temp = 0

for k in range(0, i[j] - 1):

temp = Age[pos + 1:].index(unqAge[j])

pos = pos + temp + 1

if OH[pos] == "Yes":

pa[j] = pa[j] + 1

else:

na[j] = na[j] + 1

entage[j] = entropy(pa[j], na[j])

inc = 0

for i in range(0, len(unqAge)):

inc = inc + ((pa[i] + na[i]) / 12) \* entage[i]

print("Entropy Of Age: ", inc)

gainAge = I - inc

print("Gain Of Age: ", gainAge)

# finding root

if(gainAge>gainInc):

print("Root is Age")

else:

print("Root is Income")

**OUTPUT:**

**![](data:image/png;base64,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)**